# Bitwise Operator in Java

In Java, an **operator** is a symbol that performs the specified operations. In this section, we will discuss only the **bitwise operator and its types** with proper examples.

## Types of Bitwise Operator

There are six types of the bitwise operator in Java:

* Bitwise AND
* Bitwise exclusive OR
* Bitwise inclusive OR
* Bitwise Compliment
* Bit Shift Operators

| **Operators** | **Symbol** | **Uses** |
| --- | --- | --- |
| Bitwise AND | & | op1 & op2 |
| Bitwise exclusive OR | ^ | op1 ^ op2 |
| Bitwise inclusive OR | | | op1 | op2 |
| Bitwise Compliment | ~ | ~ op |
| Bitwise left shift | << | op1 << op2 |
| Bitwise right shift | >> | op1 >> op2 |
| Unsigned Right Shift Operator | >>> op >>> | number of places to shift |

Let's explain the bitwise operator in detail.

### Bitwise AND (&)

It is a binary operator denoted by the symbol **&**. It returns 1 if and only if both bits are 1, else returns 0.
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Let's use the bitwise AND operator in a Java program.

**BitwiseAndExample.java**

1. **public** **class** BitwiseAndExample
2. {
3. **public** **static** **void** main(String[] args)
4. {
5. **int** x = 9, y = 8;
6. // bitwise and
7. // 1001 & 1000 = 1000 = 8
8. System.out.println("x & y = " + (x & y));
9. }
10. }

**Output**

x & y = 8

### Bitwise exclusive OR (^)

It is a binary operator denoted by the symbol **^** (pronounced as caret). It returns 0 if both bits are the same, else returns 1.

![Bitwise Operator in Java](data:image/png;base64,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)

Let's use the bitwise exclusive OR operator in a Java program.

**BitwiseXorExample.java**

1. **public** **class** BitwiseXorExample
2. {
3. **public** **static** **void** main(String[] args)
4. {
5. **int** x = 9, y = 8;
6. // bitwise XOR
7. // 1001 ^ 1000 = 0001 = 1
8. System.out.println("x ^ y = " + (x ^ y));
9. }
10. }

**Output**

x ^ y = 1

### Bitwise inclusive OR (|)

It is a binary operator denoted by the symbol **|** (pronounced as a pipe). It returns 1 if either of the bit is 1, else returns 0.
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Let's use the bitwise inclusive OR operator in a Java program.

**BitwiseInclusiveOrExample.java**

1. **public** **class** BitwiseInclusiveOrExample
2. {
3. **public** **static** **void** main(String[] args)
4. {
5. **int** x = 9, y = 8;
6. // bitwise inclusive OR
7. // 1001 | 1000 = 1001 = 9
8. System.out.println("x | y = " + (x | y));
9. }
10. }

**Output**

x | y = 9

### Bitwise Complement (~)

It is a unary operator denoted by the symbol **~** (pronounced as the tilde). It returns the inverse or complement of the bit. It makes every 0 a 1 and every 1 a 0.
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Let's use the bitwise complement operator in a Java program.

**BitwiseComplimentExample.java**

1. **public** **class** BitwiseComplimentExample
2. {
3. **public** **static** **void** main(String[] args)
4. {
5. **int** x = 2;
6. // bitwise compliment
7. // ~0010= 1101 = -3
8. System.out.println("~x = " + (~x));
9. }
10. }

**Output**

~x = -3

### Bit Shift Operators

Shift operator is used in shifting the bits either right or left. We can use shift operators if we divide or multiply any number by 2. The general format to shift the bit is as follows:

1. variable << or >> number of places to shift;

For example, if a=10

1. a>>2; //shifts two bits
2. a>>4; //shifts 4 bits

Java provides the following types of shift operators:

* Signed Right Shift Operator or Bitwise Right Shift Operator
* Unsigned Right Shift Operator
* Signed Left Shift Operator or Bitwise Left Shift Operator

#### Note: Java does not support the unsigned left shift operator (<<<).

### Signed Right Shift Operator (>>)

The signed right shift operator shifts a bit pattern of a number towards the **right** with a specified number of positions and fills 0. The operator is denoted by the symbol **>>.** It also preserves the leftmost bit (sign bit). If **0** is presented at the leftmost bit, it means the number is **positive**. If **1** is presented at the leftmost bit, it means the number is **negative**.

In general, if we write a>>n, it means to shift the bits of a number toward the right with a specified position (n). In the terms of mathematics, we can represent the signed right shift operator as follows:
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#### Note: When we apply right shift operator on a positive number, we get the positive number in the result also. Similarly, when we apply right shift operator on a negative number, we get the negative number in the result also.

**Example: Apply the signed right shift operator with specified positions 4 if x = 256 and x = -256.**

**If x = 256**

256 >> 4

256/24 = **16**

If x = -256

-256 >> 4

-256/24 = **-16**

In the above example, we have observed that after shifting the operator 256 converted into 16 and -256 converted into -16.

Let's create a Java program and implement the left shift operator.

**SignedRightShiftOperatorExample.java**

1. **public** **class** SignedRightShiftOperatorExample
2. {
3. **public** **static** **void** main(String args[])
4. {
5. **int** x = 50;
6. System.out.println("x>>2 = " + (x >>2));
7. }
8. }

**Output**

x>>2 = 12

### **Signed Left Shift Operator (<<)**

The signed left shift operator (<<) shifts a bit pattern to the left. It is represented by the symbol **<<.** It also preserves the leftmost bit (sign bit). It does not preserve the sign bit.

In general, if we write a<<n, it means to shift the bits of a number toward the left with specified position (n). In the terms of mathematics, we can represent the signed right shift operator as follows:

![Bitwise Operator in Java](data:image/png;base64,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)

**Example 1: What will be the result after shifting a<<3. The value of a is 20.**

Representation of 20 in binary is = 00010100

After performing the left shift operator, we get:

a << 3 = 10100000 (last three bits are the filled bits)

a << 3 = **160**

Let's check the result by using the formula.

20 << 3

20\*23 = 20\*8 = **160**

**Example 2: What will be the result after shifting a<<2. The value of a is -10.**

Representation of -10 in binary is = 11110110

a<<2 = 11011000 = **-40**

Let's check the result by using the formula.

-10 << 3

-10\*22 = -10\*4 = **-40**

Let's create a Java program and implement the signed left shift operator.

**SignedLeftShiftOperatorExample.java**

1. **public** **class** SignedLeftShiftOperatorExample
2. {
3. **public** **static** **void** main(String args[])
4. {
5. **int** x = 12;
6. System.out.println("x<<1 = " + (x << 1));
7. }
8. }

**Output**

x<<1 = 24

### Unsigned Right Shift Operator (>>>)

It shifts a zero at the leftmost position and fills 0. It is denoted by the symbol **>>>.** Note that the leftmost position after >> depends on the sign bit. It does not preserve the sign bit.

**Example: If a=11110000 and b=2, find a>>>b?**

a >>> b = 11110000 >>> 2 = **00111100**

The left operand value is moved right by the number of bits specified by the right operand and the shifted bits are filled up with zeros. Excess bits shifted off to the right are discarded.

Therefore, before shifting the bits the decimal value of a is 240, and after shifting the bits the decimal value of a is 60.

Let's create a Java program and use the unsigned right shift operator.

**UnsignedRightShiftOperatorExample.java**

1. **public** **class** UnsignedRightShiftOperatorExample
2. {
3. **public** **static** **void** main(String args[])
4. {
5. **int** x = 20;
6. System.out.println("x>>>2 = " + (x >>>2));
7. }
8. }